**Variables and Data Types**

Before we tell VBA to display a message, we need to give it the exact message we want to display. In programming, all text is just a collection of characters strung together, so they are called **string** data types. This data needs to be stored somewhere with a way for us to reference it. Therefore, we'll tell VBA to clear out some space in the memory for our message, and then give it a name to use in our program. We do this by creating a **variable**.

**Variables** are a fundamental building block of all programming languages. They hold the data in our code. Two important parts of a variable are its **name** and **data type**. Different programming languages have different rules for what you can use for a variable name, but generally speaking, you can name a variable anything that begins with a letter (the first character can't be a number) and isn't already a keyword in the language.

### Data Type Examples

Some common data types are:

* **Integer:** Positive and negative whole numbers between –32,768 and 32,767, stored in 16 bits
* **Long:** Positive and negative whole numbers between –2,147,483,648 and 2,147,483,647, stored in 32 bits
* **Double:** Decimal numbers (i.e., numbers with fractional parts) stored in 64 bits
* **String:** Text
* **Boolean:** True/false values

##### Integer

* Number of trading days in a year
* How many family members a person has
* The floor number in a skyscraper

##### Long

* Number of views for a video on YouTube
* Population sizes of cities

##### Double

* Latitudes and longitudes
* The constant pi
* Interest rates

##### String

* Employee names
* International postal codes
* Movie titles

##### Boolean

* Whether a door is open or closed
* Whether someone is over 18

**If Conditional**

If: must be true in order to enter the block

If: must be true in order to enter the block

Elif: will continue running to see if something else exists

Else: it stops

**Loops** tell a computer to **repeat lines of code over and over** (and over, and over) again. for loops tell the computer to repeat the lines of code a specific number of times. You can think of a for loop like telling the computer to "run this code for as many loops as I tell you to." There are a few different kinds of loops, but for loops are the workhorse of loops. It's entirely possible that you'll never need to use any other kind of loop.

In VBA, the syntax for a for loop has a beginning, middle, and end. The beginning is one line that tells VBA that we're opening a for loop; the middle is the block of code to be repeated; and the end is one line that closes the block of code.

Iterators are named variables that change values over the course of the for loop, usually increasing by 1, thus holding the number of times the loop has repeated. For example, if we wanted a for loop that would loop exactly 3 times, the opening line would look like this:

For i = 1 to 3

Inside the code block, we can use the iterator like any other variable. So, if we want to display 3 message boxes in a row, showing the number of times the loop has repeated, our code block would look like this:

For i = 1 To 3

MsgBox (i)

To tell VBA that the for loop has ended, we use the keyword Next and the iterator we used: i.

For i = 1 To 3

MsgBox (i)

Next i

**Conditionals** tell the computer that certain lines of code should run only under certain conditions. The workhorse of conditionals is an **if-then statement**. The if-then statement checks if a condition is true. If it is, then a block of code will be run.

In VBA, the syntax of an if-then statement also has a beginning, middle, and end. The beginning is one line to open the if-then statement; the middle is a block of code to run if the condition is true; the end is a line that closes the if-then statement.

The opening of an if-then statement uses the keywords if and then, and a condition. The code block can be any number of lines of code. To close the if-then statement in VBA, add the line End If.

The pattern we used follows this general structure:

1. Initialize a variable to hold a sum.
2. Set the variable to zero.
3. Start a for loop.
4. Use a conditional to increase the sum variable by a value.
5. End the loop.

**Logical operators,** also called Boolean operators, link more than one condition together, which allows for more complicated conditional arguments. The logical operators in VBA are And, Or, and Not. That is:

* condition1 And condition2 will only evaluate as true if **both** condition1 and condition2 are true.
* condition1 Or condition2 will evaluate as true if **either** condition1 or condition2 are True.
* Not condition will give the **opposite** value of whatever condition is.

In addition, there is a "not equal to" **comparison operator** that checks whether two values are not equal to each other. In VBA, the "not equal to" operator is two angle brackets:

# **Loop**

[Single Loop](https://www.excel-easy.com/vba/loop.html#single-loop) | [Double Loop](https://www.excel-easy.com/vba/loop.html#double-loop) | [Triple Loop](https://www.excel-easy.com/vba/loop.html#triple-loop) | [Do While Loop](https://www.excel-easy.com/vba/loop.html#do-while-loop)

Looping is one of the most powerful programming techniques. A **loop** in **Excel VBA** enables you to loop through a range of cells with just a few codes lines.

### **Single Loop**

You can use a single loop to loop through a one-dimensional range of cells.

Place a [command button](https://www.excel-easy.com/vba/create-a-macro.html#command-button) on your worksheet and add the following code lines:

Dim i As Integer  
  
For i = 1 To 6  
    Cells(i, 1).Value = 100  
Next i

Result when you click the command button on the sheet:

![Single Loop in Excel VBA](data:image/png;base64,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)

Explanation: The code lines between For and Next will be executed six times. For i = 1, Excel VBA enters the value 100 into the cell at the intersection of row 1 and column 1. When Excel VBA reaches Next i, it increases i with 1 and jumps back to the For statement. For i = 2, Excel VBA enters the value 100 into the cell at the intersection of row 2 and column 1, etc.

Note: it is good practice to always indent (tab) the code between the words For and Next. This makes your code easier to read.

### **Double Loop**

You can use a double loop to loop through a two-dimensional range of cells.

Place a [command button](https://www.excel-easy.com/vba/create-a-macro.html#command-button) on your worksheet and add the following code lines:

Dim i As Integer, j As Integer  
  
For i = 1 To 6  
    For j = 1 To 2  
        Cells(i, j).Value = 100  
    Next j  
Next i

Result when you click the command button on the sheet:

![Double Loop in Excel VBA](data:image/png;base64,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)

Explanation: For i = 1 and j = 1, Excel VBA enters the value 100 into the cell at the intersection of row 1 and column 1. When Excel VBA reaches Next j, it increases j with 1 and jumps back to the For j statement. For i = 1 and j = 2, Excel VBA enters the value 100 into the cell at the intersection of row 1 and column 2. Next, Excel VBA ignores Next j because j only runs from 1 to 2. When Excel VBA reaches Next i, it increases i with 1 and jumps back to the For i statement. For i = 2 and j = 1, Excel VBA enters the value 100 into the cell at the intersection of row 2 and column 1, etc.

**Arrays in VBA**

In VBA, arrays are initialized with the Dim keyword, but with a couple of key changes:

* Insert a number in parentheses after the array name that represents the number of elements in the array.
* Specify the type of variable for each element in the array.

For example, the code to create an array to hold 12 tickers would be:

Dim tickers(11) As String